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Given any number of arrays each sorted in *ascending order*, find the nth smallest number of all their elements.

All the arguments except the last will be arrays, the last argument is n.

nthSmallest([1,5], [2], [4,8,9], 4) // returns 5 because it's the 4th smallest value

Be mindful of performance.
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using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace ConsoleApp1

{

class Program

{

public static int NthSmallest(int[][] arr, int n)

{

List<int> lista = new List<int>();

for(int i =0; i<arr.Length; i++)

{

for(int j =0; j<arr[i].Length; j++)

{

lista.Add(arr[i][j]);

}

}

lista.Sort();

return lista[n];

}

static void Main(string[] args)

{

Console.ReadLine();

}

}

}

**using System.Collections.Generic;**

**public class Kata**

**{**

**public static int NthSmallest(int[][] arr, int n)**

**{**

**var sorted = new List<int>();**

**foreach (var a in arr)**

**{**

**sorted = Merge(sorted, a);**

**}**

**return sorted[n - 1];**

**}**

**public static List<int> Merge(List<int> sorted, int[] input)**

**{**

**var output = new List<int>();**

**int indexSorted = 0;**

**int indexInput = 0;**

**while (indexSorted < sorted.Count && indexInput < input.Length)**

**{**

**if (sorted[indexSorted] < input[indexInput])**

**{**

**output.Add(sorted[indexSorted]);**

**++indexSorted;**

**}**

**else**

**{**

**output.Add(input[indexInput]);**

**++indexInput;**

**}**

**}**

**while (indexSorted < sorted.Count)**

**{**

**output.Add(sorted[indexSorted]);**

**++indexSorted;**

**}**

**while (indexInput < input.Length)**

**{**

**output.Add(input[indexInput]);**

**++indexInput;**

**}**

**return output;**

**}**

**}**